**Q. Write an Algorithm and Program for generating the following pattern: Pattern1**

**#**

**# #**

**# # #**

**# # # #**

Algorithm

* Start
* Use variable **Height**, **row\_counter**, **column\_counter**
* Read **Height**
* if **Height** > 0:

**row\_counter** = 1

Repeat

**column\_counter** = 1

Repeat

Print “#”

**column\_counter** += 1

Until **column\_counter** <= **row\_counter**

**row\_counter** += 1

Until **row\_counter** <= **Height**

else

Print “Invalid Input”

* Stop

Python Program

Height = int(input(**"Enter the height of the pattern : "**))  
if Height < 0:  
 print(**"Invalid Input"**)  
elif Height == 0:  
 print()  
else:  
 for row\_counter in range(1,Height+1):  
 for column\_counter in range(1,row\_counter+1):  
 print(**"#"**, end=**" "**)  
 print()

**Q. Write an Algorithm and Program for generating the following pattern: Pattern2**

**1**

**1 2**

**1 2 3**

**1 2 3 4**

Algorithm

* Start
* Use variable **Height**, **row\_counter**, **column\_counter**
* Read **Height**
* if **Height** > 0:

**row\_counter** = 1

Repeat

**column\_counter** = 1

Repeat

Print **column\_counter**

**column\_counter** += 1

Until **column\_counter** <= **row\_counter**

**row\_counter** += 1

Until **row\_counter** <= **Height**

else

Print “Invalid Input”

* Stop

Python Program

Height = int(input(**"Enter the height of the pattern : "**))  
if Height < 0:  
 print(**"Invalid Input"**)  
elif Height == 0:  
 print()  
else:  
 for row\_counter in range(1,Height+1):  
 for column\_counter in range(1,row\_counter+1):  
 print(column\_counter, end=**" "**)  
 print()

**Q. Write an Algorithm and Program for generating the following pattern: Pattern3**

**a**

**a b**

**a b c**

**a b c d**

Algorithm

* Start
* Use variable **Height**, **row\_counter**, **column\_counter**
* Read **Height**
* if **Height** > 0:

**row\_counter** = 1

Repeat

**column\_counter** = 1

Repeat

Print chr(96+**column\_counter**)

**column\_counter** += 1

Until **column\_counter** <= **row\_counter**

**row\_counter** += 1

Until **row\_counter** <= **Height**

else

Print “Invalid Input”

* Stop

Python Program

Height = int(input(**"Enter the height of the pattern : "**))  
if Height < 0:  
 print(**"Invalid Input"**)  
elif Height == 0:  
 print()  
else:  
 for row\_counter in range(1,Height+1):  
 for column\_counter in range(1,row\_counter+1):  
 print(chr(96 + column\_counter), end=**" "**)  
 print()

**Q. Write an Algorithm and Program for generating the following pattern: Pattern4**

**1**

**2 1**

**3 2 1**

**4 3 2 1**

Algorithm

* Start
* Use variable **Height**, **row\_counter**, **column\_counter**
* Read **Height**
* if **Height** > 0:

**row\_counter** = 1

Repeat

**column\_counter** = **row\_counter**

Repeat

Print **column\_counter**

**column\_counter** -= 1

Until **column\_counter** >= 1

**row\_counter** += 1

Until **row\_counter** <= **Height**

else

Print “Invalid Input”

* Stop

Python Program

Height = int(input(**"Enter the height of the pattern : "**))  
if Height < 0:  
 print(**"Invalid Input"**)  
elif Height == 0:  
 print()  
else:  
 for row\_counter in range(1,Height+1):  
 column\_counter = row\_counter  
 for column\_counter in range(row\_counter,0,-1):  
 print(column\_counter, end=**" "**)  
 print()

**Q. Write an Algorithm and Program for generating the following pattern: Pattern5**

**1 1 1 1**

**2 2 2**

**3 3**

**4**

Algorithm

* Start
* Use variable **Height**, **row\_counter**, **column\_counter**
* Read **Height**
* if **Height** > 0:

**row\_counter** = 1

Repeat

**column\_counter** = (**Height** + 1) – **row\_counter**

Repeat

Print **row\_counter**

**column\_counter** -= 1

Until **column\_counter** >= 1

**row\_counter** += 1

Until **row\_counter** <= **Height**

else

Print “Invalid Input”

* Stop

Python Program

Height = int(input(**"Enter the height of the pattern : "**))  
if Height < 0:  
 print(**"Invalid Input"**)  
elif Height == 0:  
 print()  
else:  
 for row\_counter in range(1,Height+1):   
 for column\_counter in range((Height + 1) - row\_counter,0,-1):  
 print(row\_counter, end=**" "**)  
 print()

**Q. Write an Algorithm and Program for generating the following pattern: Pattern6**

**\***

**\* \***

**\* \* \***

**\* \***

**\***

Algorithm

* Start
* Use variable **Height**, **row\_counter**, **column\_counter**
* Read **Height**
* if **Height** > 0:

**row\_counter** = 1

Repeat

**column\_counter** = 1

Repeat

Print **\***

**column\_counter** += 1

Until **column\_counter** <= **row\_counter**

**row\_counter** += 1

Until **row\_counter** <= **Height**

**row\_counter** = 1

Repeat

**column\_counter** = **Height** - **row\_counter**

Repeat

Print \*

**column\_counter** -= 1

Until **column\_counter** <= 1

**row\_counter** += 1

Until **row\_counter** <= **Height**

else

Print “Invalid Input”

* Stop

Python Program

Height = int(input(**"Enter the Height of the pyramid pattern : "**))  
if Height < 0:  
 print(**"Invalid Input"**)  
elif Height == 0 :  
 print()  
else:  
 for row\_counter in range(1, Height+1):  
 for column\_counter in range(1, row\_counter+1):  
 print(**"\*"**, end=**" "**)  
 print()  
 for row\_counter in range(1, Height+1):  
 for column\_counter in range(Height-row\_counter, 0, -1):  
 print(**"\*"**, end=**" "**)  
 print()

**Q. Write a Program for generating the following pattern: Pattern7**

**![](data:image/png;base64,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)**

Python Program

temp = list(map(int, input().split(**" "**)))  
n = temp[0]  
m = temp[1]  
for row\_counter in range(n // 2):  
 for column\_counter1 in range(((m - 1) // 2) - (3 \* row\_counter + 1)):  
 print(**"-"**, end=**""**)  
 for counter\_counter2 in range(2 \* row\_counter + 1):  
 print(**".|."**, end=**""**)  
 for column\_counter3 in range(((m - 1) // 2) - (3 \* row\_counter + 1)):  
 print(**"-"**, end=**""**)  
 print()  
for counter in range((m-7)//2):  
 print(**"-"**, end=**""**)  
print(**"WELCOME"**, end=**""**)  
for counter in range((m-7)//2):  
 print(**"-"**, end=**""**)  
print()  
for row\_counter in range(n // 2):  
 for column\_counter1 in range(3\*(row\_counter+1)):  
 print(**"-"**, end=**""**)  
 for counter\_counter2 in range(n - (2 \* row\_counter + 2)):  
 print(**".|."**, end=**""**)  
 for column\_counter3 in range(3\*(row\_counter+1)):  
 print(**"-"**, end=**""**)  
 print()